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**QUESTION 1**

1. Given below is a recursive function called fac that calculates n! Use this function to calculate **fac(6).**

static int fac(int n){

if(n == 0) return 1;

else return n \* fac(n-1);

}

**(4 marks)**

1. Given a sorted integer array f, write a recursive binary search function that searches the array in *O(log n)* for a given value x, where n = f.length. The signature of your function should be: static boolean bSearch(int f[], int lb, int ub, int x).

**(6 marks)**

**Total (10 marks)**

**QUESTION 2**

1. Using the statement execution times defined for HAL (See **Appendix A** at the end of the exam paper), by calculating the running times for each of the separate code fragments A and B listed below show that the cost of A is *630ns* and that of B is 30 + *30 \* 2 ^ 20ns*. (**Note**: *2 ^ 20* means 2 to the power of 20).

// A ===========================

int k = 1; int N = 2 ^ 20;

while(k < N){ k = k \* 2;}

// B ===========================

int k = 1; int N = 2 ^ 20;

while(k < N){ k = k + 1;}

**(5 marks)**

1. Calculate *big-O* for each of the given functions and, hence, show that function sumSq1 *performs better* than sumSq2.

**static** **long** sumSq1(**long** n){

**long** s = n\*(n+1)\*(2\*n+1)/6;

**return** s;

}

static long sumSq2(long n){

long s = 0;

for(int j=0; j < n; j++) s=s+(j+1)\*(j+1);

return s;

}

**(5 marks)**

**Total (10 marks)**

**QUESTION 3**

1. Show that the function div2Count has a best case performance of *O(1)* and a worst case performance of .

static int div2Count(int n){

int count = 0;

while(n % 2 == 0){

count++;

n = n/2;

}

return count;

}

**(4 marks)**

1. Explain the difference between dynamic data structures and fixed size data structures.

**(2 marks)**

1. Given below is the class Array<T> that encapsulates an array data. This class has a default constructor that creates an Object array typecast to type T. This array has an initial length of 20 (increment). It has attributes: size that always equals the current size or number of items in the data array and increment that equals the additional memory required when the current array is full, i.e. size == data.length. Your task is to write the add method that appends x to the array increasing its memory allocation, if required.

class Array<T>{

private T[] data;

int size = 0; int increment = 20

public Array(){data = (T[])(new Object[increment]);}

public void add(T x){ ... }

}

**(4 marks)**

**Total (10 marks)**

**QUESTION 4**

1. Write a function that sorts an array of integer values. You may use any sorting algorithm you have studied.

**(7 marks)**

1. Analyse the performance of your chosen sorting function and contrast it with any other sorting function you have studied in your course.

**(3 marks)**

**Total (10 marks)**

**QUESTION 5**

1. Draw a diagram of a singly linked list where new elements are added at the tail of the current list. Use the following list of numbers: 3, 5, 6, 7, 1, 2, 4.

**(3 marks)**

1. Given below are two classes, Node and LinkedListInt. Class Node implements a node in a linked list and class LinkedListInt implements a singly linked list of nodes where new nodes are inserted at the head of the list. Your task is to write two methods for this class. The methods are: add that adds a new element at the current head of the list **(4 marks)** andsum that returns the sum of the elements in the list **(3 marks).**

class Node{

int data;

Node next;

public Node(int x){data = x; next = null;}

public Node next(){return next;}

public void setNext(Node p){next = p;}

public int data(){return data;}

}

class LinkedListInt{

Node head = null;//empty list

public void add(int x){ … }

public int sum(){ … }

}

**Total (10 marks)**

**QUESTION 6**

1. All the data structures provided by the Java Collection library are *generic* and use *dynamic allocation of memory*. Explain what the terms *generic* and *dynamic allocation of memory mean*.

**(3 marks)**

1. When writing a generic data structure that imposes an ordering on its data values what interface must all classes using it implement and why? Give an example of a data structure from the Collection classes in Java that requires its data types to implement this interface.

**(3 marks)**

1. When you are planning to use the data structure HashSet to manage your collection of objects what two methods must your class implement? Why must you implement these methods? Why should the attributes used by these methods be immutable?

**(4 marks)**

**Total (10 marks)**

**QUESTION 7**

1. Explain the difference between a Stack and a Queue.

**(2 marks)**

1. You are asked to choose between using an ArrayList and a LinkedList when implementing a Queue. Which one would you choose and why?

**(2 marks)**

1. Given below is a generic class Stack<E> that implements the standard stack methods push, pop and top using a LinkedList class to store the data references. Your task is to complete each of these methods by using appropriate methods from the LinkedList class. (See **Appendix B** below).

class Stack<E>{

private LinkedList<E> stack = new LinkedList<>();

public boolean push(E x){…}

public boolean pop(){…}

public E top(){…}

}

**(6 marks)**

**Total (10 marks)**

**QUESTION 8**

1. Using class Function<T,R> write a function called abs that takes an integer as argument and returns its absolute value.

**(2 marks)**

1. What are higher order functions?

**(3 marks)**

1. Given below is the class ListInteger that encapsulates a list of integer values. It has three public methods: add that takes a list as argument and appends its elements to the data list; sum that takes a predicate as argument and returns the sum of those values that satisfy the given predicate; modify that takes a function as argument and uses the method replaceAll to apply the function to the elements in the list. Your task is to complete the given code fragment by writing lambda expressions for the public methods sum and modify.

(See **Appendix B** at the back of this paper)

//Code fragment

ListInteger dt = new ListInteger();

dt.add(Arrays.asList(0,1,-2,3,-4,5,-6,7,8,-9,-10));

//calculate sum of positive numbers in dt

//modify the list so that all values are positive

class ListInteger{

private ArrayList<Integer> data = new ArrayList();

public void add(List<Integer> ls){data.addAll(ls);}

public Integer sum(Predicate<Integer> pred){

int sum = 0;

for(Integer x : data) if(pred.test(x)) sum += x;

return sum;

}

public void modify(Function(Integer,Integer) fn){

data.replaceAll(fn);

}

}

**(5 marks)**

**Total (10 marks)**

**QUESTION 9**

1. State the definition of a binary search tree.

**(2 marks)**

1. Explain why the given tree is a binary tree but not a binary search tree.
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**(2 marks)**

1. Create a binary search tree with the following list of elements: *14, 8, 16, 5, 6, 4, 1, 7*.

**(3 marks)**

1. State the algorithm for a *pre-order* traversal of a binary search tree and use this algorithm to list the output from a traversal of your tree in part (c).

**(3 marks)**

**Total (10 marks)**

**QUESTION 10**

1. A Map consists of a set of *key-value* pairs. What is the relationship between *key* elements and *value* elements?

**(2 marks)**

1. Explain the difference between TreeMap and HashMap.

**(2 marks)**

1. A class is required to record words and their frequency of occurrence. An outline of this class is given below and the Map that associates a word (String) with its frequency of occurrence (Integer) is given. Your task is to complete the methods whose signatures are given. In each case the description of the purpose of the method is provided as a comment.

(See **Appendix B** at end of this paper)

**(6 marks)**

public class WordFreq{

private Map<String, Integer> map = new TreeMap<>();

public Set<String> words(){ return map.keySet();}

public Integer freq(String wd){

// return the frequency of occurrence of wd

}

public void add(String wd){//add word wd to the map}

public List<String> getWords(int n){

//return list of words with frequency n

}

public String toString(){return map.toString();}

}

**Total (10 marks)**

**QUESTION 11**

1. Explain how binary search trees can become unbalanced and, hence, not deliver optimal insertion and retrieval performance. How do *avl* trees overcome this unbalancing?

**(4 marks)**

1. Using diagrams create an *avl* tree by inserting the following numbers in sequence: 12, 4, 8, 17, 12, 20, 15. For full marks you must show the construction of the tree at each stage.

**(6 marks)**

**Total (10 marks)**

**QUESTION 12**

1. Given is a graph G. Draw a picture of an adjacency list data structure that represents this graph

![](data:image/png;base64,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)

**(3 marks)**

1. List the order of nodes visited using a *breadth-first* traversal of the graph.

**(2 marks)**

1. How do B-Trees differ from binary search trees?

**(3 marks)**

1. How do B-trees optimize the cost of insertion?

**(2 marks)**

**Total (10 marks)**

**Appendix A**

|  |  |
| --- | --- |
| Calculating Running Times on HAL | |
| **Statement** | **Unit cost (ns)** |
| -, \*, /, %, ^, <, >, ==, >=, <=, !=, = | *10ns* |
| Function invocation | *50ns* |
| Argument passing | *10ns* per argument |
| return | *50ns* |
| if(b) s1; else s2 | the cost of b plus the max cost of s1, s2 |
| for, while loops | *totalCost = cost of initialization of variables +*  *(n+1) \* cost of evaluating guard on loop*  *+*  *n \* cost of executing loop body,*  *where n equals the number of iterations of the loop.* |
| new | *100ns* |
| Calculating array indices | *50ns* |
| Math.random() | *100ns* |

**Laws of *big-O***

The laws of *big-O are*:

1. **Summation**

*O(1)+O(1)+..+O(1) = k \* O(1) = O(1)*, where *k* is a constant.

*O(n) + O(n)+..+O(n) = k \* O(n) = O(n)*, where *k* is a constant

*O(n) + O(m) = max(O(n), O(m))*

e.g. *O() + O( ) = O( )*

1. **Product**

*O(n) \* O(n) = O*

*n \* O(n) = O*

*O(n) \* O(m) = O(n \* m)*

*O(k \* f(n)) = k \* O(f(n)) = O(f(n))*, where *k* is a constant

*O() \* O() = O()*

The *big-O* sets of order functions form a chain of sub-sets as follows:

**Appendix B**

|  |  |
| --- | --- |
| Constructor | ArrayList<E>()  ArrayList<E>(Collection)  LinkedList<E>()  LinkedList<E>(Collection) |
| Insert item | add(E elem) |
| Insert list | addAll(Collection<? extends E> lst) |
| Remove item | remove(Object ob) |
| Contains item | Boolean contains(Object ob) |
| Number of elements | int size() |
| Convert to string | toString() |
| Empty set | Boolean isEmpty() |
| Remove elements | clear() |
| Retrieve element given index value | E get(int index); |
| Insert element at index | add(int index, E elem); |
| Change element at index | E set(int index, E elem); |
| Remove element at index | E remove(int index) |
| Get index of object | int indexOf(E elem); |
| **Additional Methods for LinkedList class** |  |
| Add new element at head of list | addFirst(E elem) |
| Return element at head of list | E getFirst() |
| Remove element at head of list | E removeFirst() |
| Returns an array containing all of the elements in this list in proper sequence; the runtime type of the returned array is that of the specified array. If the list fits in the specified array, it is returned therein. Otherwise, a new array is allocated with the runtime type of the specified array and the size of this list. | <T> T[] toArray(T[] a)  An example is:  ArrayList<Integer> lst = new ArrayList<>(Arrays.asList(3,2,6,9,1));  Integer f[] = new Integer[lst.size()];  f = lst.toArray(f); |
| Applies the given action function to all the elements in the list in order. | forEach(Consumer<? super E> action) |
| Removes all values that satisfy the given predicate filter | removeIf(Predicate<? super E> filter) |
| Replaces each element of this list with the result of applying the operator function op to that element. | replaceAll(UnaryOperator<E> op) |
| Sorts this list according to the order specified by the given Comparator cmp. | sort(Compaparator<? super E> cmp) |

|  |  |
| --- | --- |
| Constructor | ArrayDeque<E>()  ArrayDeque<E>(Collection)  ArrayDeque(int numElements) |
| Insert item | addFirst(E elem)  addLast(E elem) |
| Get element without removing it – throws exception if queue empty | E getFirst()  E getLast() |
| Get element without removing it – returns null is queue empty | E peekFirst()  E peekLast() |
| Contains item | Boolean contains(Object ob) |
| Number of elements | int size() |
| Returns true if queue empty | Boolean isEmpty() |
| Convert to string | toString() |
| Empty set | Boolean isEmpty() |
| Remove elements | clear() |
| Retrieve head or tail element, returning null if queue empty | E pollfirst()  E pollLast() |
| Returns an array containing all of the elements in this list in proper sequence; the runtime type of the returned array is that of the specified array. If the list fits in the specified array, it is returned therein. Otherwise, a new array is allocated with the runtime type of the specified array and the size of this list. | <T> T[] toArray(T[] a)  An example is:  ArrayDeque<Integer> dlst = new ArrayDeque<>(Arrays.asList(3,2,6,9,1));  Integer f[] = new Integer[dlst.size()];  f = dlst.toArray(f); |

|  |  |
| --- | --- |
| Constructor | HashMap<K,V>()  HashMap <K,V>(Map<? extends K,  ? extends V> mp)  TreeMap<K,V>()  TreeMap <K,V>( Map<? extends K,  ? extends V> mp)  EnumMap(Class<K> keyType) |
| Add or replace a key-value pair | put(K key, V value)  putAll(Map<? extends K,  ? extends V> mp) |
| If the specified key is not already associated with a value (or is mapped to null) associates it with the given value and returns null, else returns the current value. | V putIfAbsent(K key, V value) |
| Remove key-value pair and returns value associated with key, or null | V remove(Object key) |
| Replaces the entry for the specified key only if it is currently mapped to some value. | V replace(K key, V value) |
| Replaces the entry for the specified key only if currently mapped to the specified value. | boolean replace(K key, V oldValue, V newValue) |
| Contains key | boolean containsKey(Object key) |
| Contains value | boolean containsValue(Object value); |
| Number of elements | int size() |
| Convert to string | toString() |
| Empty set | boolean isEmpty() |
| Remove elements | clear() |
| Retrieve value | V get(Object key); |
| Retrieve the key set | Set <K> keySet(); |
| Retrieve values | Collection<V> values(); |

**Table of Specialized Functions**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Function**  **Name** | **Argument Type** | **Return**  **Type** | **Abstract Method Name** | **Purpose** |
| Function<T,R> | T | R | apply | Takes one argument and return a value of type R |
| BiFunction<T,U,R> | T,U | R | apply | Takes two arguments and return a value of type R |
| Supplier<T> | None | T | get | Takes no argument and return a value of type T |
| Consumer<T> | T | void | accept | Consumes a value of type T |
| BiConsumer<T,U> | T, U | void | accept | Consumes values of type T and U |
| UnaryOperator<T> | T | T | apply | A function that takes a value of type T as argument and returns a value of type T |
| BinaryOperator<T> | T, T | T | apply | A function that takes two values of type T as argument and returns a value of type T |
| Predicate<T> | T | boolean | test | A function that takes a value of type T and returns a boolean value. |
| BiPredicate<T, U> | T, U | boolean | test | A function that takes two arguments of type T and U and returns a boolean value. |